As "the scientific study of control and communication in the animal and the machine" [1], the past six decades have seen a rapid development of cybernetics and its applications to a wide range of scientific, technology and engineering disciplines, including biology, psychology, sociology, art, management, engineering and computer science. IWSC 2012 marks the 9th annual workshops devoted to software cybernetics, which is perhaps the unique international academic forum on this topic. In this talk, I will briefly review some examples of research in the area of software cybernetics, for example:

- **Search-based software engineering**—an increasing popular research method on software engineering that regards many software engineering problems as optimization problems and explicitly utilizes metaheuristics and "close control loop" to search for the best solutions [2];
- **Software engineering based on the wisdom of crowds**—an novel approach to develop quality software based on swarm intelligence [3];
- **Scenarios calculus**—my own attempt to formalize and reasoning about emergent behaviors in multi-agent software systems as a part of a new paradigm of agent-oriented software development methodology [4] [5]; etc.

Software cybernetics, as a subdivision of cybernetics in the domain of software engineering, has manifested itself a number of distinctive features. In this subdivision, on the first order level, the object or system under observation and control are software and the controllers are also software. On the second order level, the software systems and their developers and users form a more complicated system. Thus, the development processes and maintenance and evolution of software systems are observed and controlled, even optimized and automated, for example, through software tools and environments. In this talk, I will further examine the key features of software that distinguishes software systems from other types of systems for which subdivisions of cybernetics have successfully developed and flourished with successful applications. I will refer to Brooks' four essences of software engineering, i.e. complexity, conformity, changeability and invisibility [6] to discuss how these features manifest themselves to impose challenges to software engineering in the age of cloud computing and service-oriented computing. In particular,

- **Complexity** of software systems comes to a higher level, where services can be dynamically discovered and composed at runtime into composite services.
- **Conformity** is not limited to platform and environment, but also to the semantics of services when they are dynamically searched and composed.
- **Changeability** is not just because users' requirements and platform changes, but also the third party services changes, even the ontology in which semantics of services are defined and the human society is changing.
- **Invisibility** becomes an even harder problem because the documents, even the source code, of the software from third party services are not available.

These challenges also offer opportunities to the research on cybernetics to develop a flourishing subdivision. For example, a cloud is a complicated system that consists of infrastructure-as-a-service, platform-as-a-service and software-as-a-service. It must be controlled to achieve the quality of services in many different measures to satisfy the service level agreements for various customers. This is an ever complex monitoring and control problem.

In addition, software cybernetics may shed new light to the following problems in software engineering that are becoming more and more important in the age of cloud computing.

- **Emergent behavior in service oriented architecture**. Regarding services as autonomous active entities, their communication and collaboration mechanisms are of particular importance for the emergent behavior of such software systems. How to specify, design, implement verify, validate and test such systems are still unknown to the service engineering. The theories of complexity in cybernetics could shed a new light to this problem.
- **Software evolution in the cloud**. Much research on software evolution have been done in the past years, but the impact of software changes in cloud computing is much server and even before. Could cybernetics provide new thought to this?
- **Self-adaptive architecture**. As software as a service becomes more and more popular, it is required to be adapted into different environment and meet the needs of different types of users. Self-adaptiveness will inevitably become a necessity rather than an optional feature. Could cybernetics provide a solid
foundation for this?

- **Software metrics.** Measurement is the basis of control. A large number of different software metrics have been proposed in the past decades and much research effort has been reported in the literature. From cybernetics point of view, a question that remains open is that whether these metrics can be used in the control of software and software develop and evolution process?
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