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ABSTRACT

This paper presents an automated software tool SQUARE (Software QUality and ARchitecture modelling Environment). It is designed and implemented to support the analysis of software quality from software architectural designs. The tool is based on a model-based method and follows a structured process to systematically derive quality models from software architectural designs by adapting and applying the principles of system hazard analysis. Through identification of potential quality hazards and their consequences, the quality related properties of the components and connectors and the causal relationships between them are derived and then translated into a quality model represented in a graphical notation. The tool enables automated analysis of the quality models in the graphical notation to recognize a number of types of software quality features including quality sensitive components, quality risks and quality trade-off points, etc. A case study with a real e-commerce system is also reported.
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1. Introduction

Software quality is an elusive concept [1]. A great amount of effort has been made over the past a few decades to define software quality models in order to understand the concept, to measure software systems’ quality and to improve software quality. Existing software quality models fall into two types: hierarchical models and relational models. Hierarchical models, such as McCall model [2], Boehm model [3], ISO model [4], and the more recent Bansiya and Davis’ model of OO software design [5], define a set of quality related properties and organise them into a hierarchical structure to express the positive relationships between them. However, they are incapable of expressing negative relations between quality related properties. A relational model usually defines a number of stereo types of relationships between quality attributes, such as positive, negative and neutral relations. Typical examples of such quality models include Perry Model [6] and Gillies Model [7, 8]. There are also a number of quality models of information systems [9].

These quality models can help software developers to improve software quality by providing guidelines to software development activities, such as in the elicitation of quality requirements. However, as pointed out by Dromey [10, 11], they fail to take software structures into account. Moreover, they are incapable to deal with complicated relationships between quality attributes. They provide little help to the design of software systems.

In the past a decade or so, a significant progress has been made in the analysis of software architectures. A number of methods have been advanced in the literature to analyse the quality of software architectural designs [12,13,14,15,16,17]. Among the most well-known are SAAM [15, 16] and ATAM [17], etc.; see [18] for a survey. Almost all of these methods are scenario-based. They examine software architectures in the context of a set of scenarios, although the ways that scenarios are elicited and used vary. They have a number of advantages, including the examination of software behaviour in realistic situations, reduction of complexity of analysis through focusing on typical scenarios, etc. However, there are difficulties to build an overall picture of the system’s quality especially when there are intensive and complicated interactions between scenarios. The elicitation of a complete and representative set of scenarios is by no means a trial task, which is currently still a brainstorming process. The result of quality analysis may heavily depend on the selection of scenarios as reported in practices [19].

In our previous work [20,21], we proposed an alternative approach to the quality analysis of software architectures. It is a model-based method aiming at systematically analyzing the architectural designs through building a quality model for the system under scrutiny. A graphical notation of software quality models are devised so that detailed and complex relationships between quality attributes in the context of quality requirements. However, as pointed out by Dromey [10, 11], they fail to take software structures into account. Moreover, they are incapable to deal with complicated relationships between quality attributes. They provide little help to the design of software systems.

In the past a decade or so, a significant progress has been made in the analysis of software architectures. A number of methods have been advanced in the literature to analyse the quality of software architectural designs [12,13,14,15,16,17]. Among the most well-known are SAAM [15, 16] and ATAM [17], etc.; see [18] for a survey. Almost all of these methods are scenario-based. They examine software architectures in the context of a set of scenarios, although the ways that scenarios are elicited and used vary. They have a number of advantages, including the examination of software behaviour in realistic situations, reduction of complexity of analysis through focusing on typical scenarios, etc. However, there are difficulties to build an overall picture of the system’s quality especially when there are intensive and complicated interactions between scenarios. The elicitation of a complete and representative set of scenarios is by no means a trial task, which is currently still a brainstorming process. The result of quality analysis may heavily depend on the selection of scenarios as reported in practices [19].

In our previous work [20,21], we proposed an alternative approach to the quality analysis of software architectures. It is a model-based method aiming at systematically analyzing the architectural designs through building a quality model for the system under scrutiny. A graphical notation of software quality models are devised so that detailed and complex relationships between quality attributes in the context of the quality requirements. However, as pointed out by Dromey [10, 11], they fail to take software structures into account. Moreover, they are incapable to deal with complicated relationships between quality attributes. They provide little help to the design of software systems.

In our previous work [20,21], we proposed an alternative approach to the quality analysis of software architectures. It is a model-based method aiming at systematically analyzing the architectural designs through building a quality model for the system under scrutiny. A graphical notation of software quality models are devised so that detailed and complex relationships between quality attributes in the context of the architecture can be represented. In this paper, we further investigate how quality issues can be automatically identified from such a quality model. We present a software tool that supports quality model construction and analysis. A case study of the method and the tool is also reported.
The remainder of the paper is organised as follows. Section 2 outlines the quality modelling and analysis method HASARD, which stands for Hazard Analysis of Software ARchitectural Designs. It includes a number of improvements of the method proposed in our previous work. Section 3 describes the supporting tool SQUARE, which stands for Software QUality and ARchitecture modelling Environment. Section 4 reports a case study. Section 5 concludes the paper with a discussion of the directions for further work.

2. The HASARD Method

The HASARD method consists of three main elements: a graphical notation for representation of software quality models, a structured process of deriving software quality models from architectural designs, and a repository of algorithms that enables the automated identification of quality features concealed in a quality model.

2.1. Representation of software quality models

As shown in Figure 1, a quality model in the graphical notation is a directed graph, which consists of a set of nodes and a set of links between the nodes.

![Figure 1. Graphical notation of quality models](image)

For example, in Figure 2, the node $A$ states that the client-side subsystem of a web-based application in the client-server architecture has a compatibility issue which is demonstrated by the phenomenon that the code is not executable on the user’s platform.

The links are directed arcs between the nodes. A link from node $A$ to node $B$ means that the observation of the phenomenon on node $A$ implies the occurrence of the phenomenon on node $B$. Each link may contain an optional annotation for the reasons why the two nodes are related. For example, in Figure 2, the link between nodes $A$ and $B$ states that if the client-side code cannot be executed on the user’s platform, the system cannot be operated, because the interface cannot be displayed on the user’s screen at all. In most cases, the reasons are self-evident and obvious. However, the annotations on the links between two nodes provide a means of validation of quality models.

2.2. Derivation of quality models

The HASARD method is inspired in the hazard analysis techniques that have been widely used in the development and deployment of safety critical systems [22, 23, 24, 25]. They were developed to systematically identify, assess and control hazards before a new work process, a piece of equipment, or other activity is initiated. Some of the hazard analysis methods have been adapted for software safety. In order to analyse a wider range of software quality attributes not just safety, the concept of hazard is extended and analysis methods are adopted. In our context, the word hazard means a situation that may cause undesirable effect on software quality.

In the HASARD method, the construction of quality models takes software architectural models as the input. It consists of the following four steps.

1. **Hazard identification.** A hazard identification method is applied to identify all quality sensitive observable phenomena of the components, connectors, the system, etc.
2. **Cause-consequence analysis.** The causal relationships between the identified hazards are recognized.
3. **Model assembling.** The information obtained in the previous steps is assembled together and represented in the graphical notation.
4. **Quality concern recognition.** The quality carrying properties/quality attributes that a phenomenon demonstrates are recognized according to the nature of the phenomenon.

The following describes the process step by step.

2.2.1. Hazard identification

The process of hazard analysis starts with the identification of the hazards. One of the most effective methods of hazard identification is the so called Hazard and Operability Studies, or shortly HAZOP [26].
The method relies on determining answers to questions of what-if nature. A set of guide words has been developed to systematically develop a collection of what-if questions. They are applied to the attributes of various components and connectors of the system being studied. If a deviation from the normal working of the component is credible, the behaviour of the component is considered as a possible hazard.

Table 1 lists the guide words that we adapted for analyzing software architectural designs. Each guide word can be applied to one or more attributes. Its meaning depends on the type of attribute and the context in the system. For example, the guide word ‘NO’ can be applied to the data produced by a component. It means no data is produced by the component. In hazard identification, the analyst will be asked the what-if question that ‘what would happen if the data is not produced by the component?’. The same guide word can also be applied to an architectural component. In such a context, it means that the component is not contained in the system.

2.2.2. Cause-consequence analysis

Cause-consequence analysis aims at understanding the causal relationships between hazards. The identified hazards in the previous step are investigated of their causes and consequences. It can be performed backward or forward, or a combination of both.

Forward analysis searches for potential effects, i.e. consequences, of a hazard until the consequence is terminal. A hazard or failure mode is terminal if it does not affect any other component of the system or does not cause any other hazards/failures. In many cases, a hazard or failure mode is regarded as terminal simply because we are not interested in its further consequences. Backward analysis starts with a hazard to search for its causes until the hazard is primitive. A hazard or failure mode is primitive if its causes cannot be further identified without additional knowledge about the system. A hazard/failure mode can also be considered as primitive if we are not interested in its causes. The results of cause-consequence analysis can be recorded in a form for the use in the assembling of a graph quality model at the next steps. Figure 3 shows the structure of the form.

2.2.3. Constructing graphic model

The construction of a quality model takes the information charted in the cause-consequence analysis records and translates them into graphical representation. Each hazard or failure mode in the record becomes a node with the component and phenomenon as specified in the record. Each row in the record becomes a link from the node that represents the cause to the node that represents the consequence. The explanation column of the row forms the reason of the link.

2.2.4. Identification of quality concerns

For each node in the diagram generated so far, the observable phenomenon is compared with the defini-
2.3. Analysis of quality features

Given a graphic quality model, a number of different types of quality features of an architectural design can be derived. The following discusses a few such quality features that can be automatically recognized by using the algorithms that have already been implemented in our quality analysis tools. Details of these algorithms can be found in [27].

2.3.1. Contribution factors of a quality attribute

In the analysis of software architectural designs, we often want to know how a quality issue is addressed. We want to know which components, connectors or the configuration are related to the quality issue and how they collectively provide the solution to meet quality requirements. The contribution factors of a quality attribute is a set of properties of the components and/or connectors and the configuration of the architecture that affect the quality issue according to the design. For example, consider the quality model given in Figure 4. We can derive the sub-graph shown in Figure 5 for the contribution factors of server’s responsiveness.

2.3.2. Impacts of design decisions

Another frequently asked question in the analysis of a software architectural design is “what are the consequences of a design decision on the properties and functionality of a component or connector?” In such cases, we need to find out what are the quality attributes that are affected by the design decision. Such information can also be derived from a well constructed quality model. For example, consider the quality model depicted in Figure 4. We can obtain the sub-graph shown in Figure 6 that represents the impacts of the quality carrying property of HTML files’ size on other quality attributes. It shows that the size of HTML files affects the navigability and responsiveness of the system, which further affects the usability of the system.

Figure 3. An example of quality model

2.3.3. Quality risks

A design decision may have positive as well as negative effects on a quality attribute. The negative effects may impose quality risks to the system. Therefore, it is often desirable to know where the quality risks are within an architectural design. This can also be derived from a quality model.

A negative effect of a design decision can be recognised by searching for the links in the quality model that have a negative effect. For example, in the quality model depicted in Figure 4, there is a link between the node of HTML with the property of large file size and the node of web server with a property of responsiveness. The link is negative since the larger the size of the file, the poorer the responsiveness of the web server. Therefore, a design decision of large file size is a risk to the quality attribute of responsiveness. The
further consequences of a quality risk can be identified and analyzed. In certain cases, a negative effect, i.e., a quality risk, is not the consequence of a single design decision. Instead, it can be the consequence of a number of other design decisions. In that case, all the causes must be identified so that a better design can be made. This can also be derived from the quality model.

2.3.4. Relationships between two quality issues

An important question to be answered in quality analysis is the interrelationship between two quality issues. For example, how server’s performance is related to the system’s usability? Answers to such questions can be found from the quality model by searching for all paths from a node that represents one quality issue to the node that represents the other quality issue.

2.3.5. Trade-off points

In many situations, a quality risk cannot be resolved without compromising on other quality issue(s) because these quality issues are conflicting with each other. In such cases, trade-offs between the quality attributes must be made and a balance between them must be achieved through appropriate design decisions.

For example, consider the quality model in Figure 4. The size of HTML files positively affects the navigability of the hypertext network, but negatively affects responsiveness of the web server. Therefore, navigability is in conflict with responsiveness. A trade-off between them must be made so that responsiveness is within a tolerable range while navigability is also acceptable. Such a trade-off occurs in the form of deciding on a suitable size of HTML file. In other words, HTML file size is a trade-off point. Trade-off points can also be derived from quality models automatically. Once a trade-off point is recognized, we can derive all quality attributes that the trade-off point affects, and to find all the factors that affect the trade-off point as discussed above.

3. The SQUARE Tool

To support the construction and analysis of software architectural designs using HASARD method, we developed a software tool called SQUARE, which stands for Software Quality and ARchitecture modeling Environment. It provides three main functions: modeling of software architecture in a graphical visual notation, analyzing software architecture models using HAZARD method to derive software quality models in the graphical notation presented in section 2, and analyzing quality models. As shown in Figure 7, the SQUARE tool consists of the following components.

1. The Architecture Model Editor supports software architecture modeling through an interactive graphical user interface and represents software architectural models in the Software Architecture Visual Notation proposed by Bass, Clements, and Kazman in [16].

2. The Hazard Analysis Tools help the developers to analyze software architectures using HASARD method. It records the analysis results and automatically transforms them into the graphical representation of quality models. It consists of three tools. The hazard identification tool helps the users to apply guide words to various attributes of components/connectors in software architecture models so that hazards are systematically identified. The cause-consequence analysis tool helps the user to identify the causal relationships between the hazards. The quality model generation tool automatically transforms the results of hazard analysis into a quality model in graphical notation. Figure 3 shows the interfaces of the hazard analysis tools.

3. The Quality Model Editor provides an interactive graphical user interface to the users for the display and modification of software quality models.

4. The Quality Model Analysis Tools automatically recognize and identify the quality features of the software designs from a quality models when invoked by the user as discussed in section 2. The results of the analysis are also displayed as a diagram in the graphical notation of software quality models. An example of such a generated sub-diagram is shown in Figure 9.

5. The Model Repository stores the architecture and quality models, which can be reused across different development projects.

4. Case Study

A case study of the HASARD method and the SQUARE tool has been conducted with a real e-commerce software system to evaluate the usability of the approach. This section reports the case study.

4.1. The subject system

The subject of the case study is an e-commerce system of online trading of medicine. The system is operated by the local medicine trading regulation authority to supply medicines to all state-owned hospitals in the province. Its main functions include customer relationship management, product catalogue management, online trade management, online auction of medicine supplies, online information advertisement, a search engine for medicine information, and so on. The system was implemented in J2EE. The structure of its user management subsystem is shown in Figure 8.
4.2. Process of case study

The case study was conducted after the system was released and in operation for more than one year. It consists of the following activities.

1) **Reverse engineering of the system to construct the architectural model of the system.**
   - Design documents were reviewed as well as parts of the source code. The system’s design document consists of four main parts: (a) a simple and schematic J2EE architecture showing that the system uses J2EE as implementation technology; (b) interface design, which consists of a lot of HTML files; (c) database design, which consists of about 70 database tables; (d) a simple UML class diagram that contains a dozen of classes and shows the logical view of the system. As some design information was not well documented, parts of the source code were reviewed for constructing an architecture model of the system, which was reviewed and corrected by some of the chief developers of the system, and then approved of its accuracy. Figure 8 shows a part of the architectural model for the user management sub-system.

2) **Application of HASARD method and construction of quality model.**
   - The architectural model of the system was then analysed using the HASARD method. The hazards of the components and connectors of the system were identified. The cause-consequence relationships between the hazards were recognised. The information was then transformed into a quality model in the graphical notation. After several iterations with the developers’ reviews and revision, a quality model was constructed, which contains 70 nodes and 64 links between the nodes. For the sake of space, the details of the quality model are omitted in this paper.

3) **Analysis of the quality model.**
   - The quality model developed in the previous step was analysed by applying the SQUARE analysis tools to identify quality risks, quality trade-off points, and to derive the impacts of design decision on certain quality attributes and the contribution factors to certain quality attributes. More details are given in the next subsection.

4) **Validation of analysis results.**
   - The results obtained from quality analysis of the system were feed back to the developers of the system. A workshop was run to validate whether the outcomes of the quality analysis matches the reality in the development and operation of the system. It was found that all our findings were consistent with what has been observed in the operation of the system. Some of the phenomena observed in the operation of the system were first time satisfactorily explained through the architecture and quality model of the system. Based on the analysis results, a number of specific suggestions on the improvement of the system’s architecture were made. Some of them were taken by the development team in the development of the new release of the system. Some would result in major changes of system’s architecture and regretfully cannot be implemented within the budget of the new releases.

4.3. Main findings of quality analysis

In the analysis of the quality model using the tools provided by SQUARE, we discovered a number of quality issues. The following are some examples of the discovered quality issues.

1) **Sensitive quality issues.** When concerned with the
problem that ‘users cannot find desired information’, we analyzed factors that may cause the problem by analysing the factors that affect the component “User” with usability as the component’s property and “Cannot find info” as its phenomenon. The tool generated a sub-diagram that contains 35 nodes out of the 70 nodes in the quality model. This means that most components affect usability of the system. Consequently, we concluded that usability is a very sensitive quality issue in the design of the system. The generated sub-diagram provided detailed information about how properties of various components affect the usability of the whole system. Hence, it provided useful direction for how to enhance the usability.

(2) Contribution factors that affect a quality attribute. Intuitively, the server’s availability is of particular importance to a number of other quality attributes. To find out what are the factors that affect server’s availability, we applied the tool and generated the sub-diagram shown in Figure 9. The diagram shows that the factors that affect this quality attribute include hardware reliability, software reliability, power supply, system security, and maintenance. Therefore, we can conclude that necessary measures must be adopted to prevent hackers from attacking the server, to ensure a reliable power supply and the stability of server’s hardware and software system to avoid the server crashes, and to provide maintenance tools to enable online maintenance facilities to reduce the time that the system has to be shut down for maintenance tasks.

(3) Relationships between two quality attributes. The quality model helped us to understand the relationships between quality attributes. For example, the quality model demonstrated that usability of the client side is affected by performance of the web server. So we must consider carefully on the system’s hardware configuration and the deployment of software components onto the hardware cluster to balance the communication and computation load according to operation profiles.

(4) Quality trade-off points. In the analysis of the relationships between quality attributes, we found that the size of HTML files is a trade-off point. Because when the size is large, it has two different impacts on other quality attributes. One side, the HTML files of large sizes will make users find necessary information through fewer clicks. On the other side, the HTML files of large sizes also make the response time longer. Both of these are related to the usability of the system, but one has positive impact while the other is negative. Therefore, it is a trade-off point. Another trade-off point identified in the quality analysis is the granularity of the session beans. A small-sized session bean can only implement relatively simpler functions in comparison to larger sized session beans. Therefore, to complete a task, smaller session beans need to invoke more methods of other beans. This results in more execution time to complete a task. Consequently, the performance of the whole system also declines due to the time spent on creating other instances. On the other hand, if session beans are of a larger size, to serve the same number of clients, more memory will be consumed. Therefore, we can draw the conclusion that the granularity of session beans is a trade-off point between the response time of the system and the consumption of the memory space.

(5) The impacts of a quality attribute. In the case study we derived a large amount of information about the impacts of a quality attribute. For example, if the component of “Internet” has “heavy traffic”, the usability and performance of the whole system will be affected.

(6) Key quality issues. In the analysis of the impact of a quality attribute, we found that the impacts of database’s reliability are extensive as shown in the sub-diagram in Figure 10, which is created by SQUARE tool. It has effects on a wide range of issues ranging from business layer to presentation layer. So it’s necessary to take some measures to avoid vicious attack and to ensure the stability of database server.

The above findings in the quality analysis of the system were all confirmed and agreed by the development team who are responsible for the development and maintenance of the e-commerce system.

5. CONCLUSION

In this paper, we represented the SQUARE automated software quality modeling and analysis tool based on the HASARD method. It enables software engineers to derive quality properties from software architectural designs. The method has the following features.

First, the quality models in the graph notation are much more expressive than existing hierarchical and relational representations of software quality models to represent complicated relationships between quality related properties. It can express system specific quality related information and relate quality issues to various components and connectors of the system.

Second, the derivation of the quality model from architectural design is a systematic and structured process although it is not formal. It adapted and ex-
tended the mature engineering methods of hazard analysis of safety critical systems to software systems. The quality models in the graphical notation can also be validated against design information. The annotation of the links provides a means of model validation.

Third, from the quality model, various quality issues can be automatically analysed, which include the identification of key quality issues, the contribution factors to a quality attribute, the impact of a quality attributes on the others, the quality trade-off points, the relationships between two quality attributes, etc. Such quality related features can provide detailed information for the assessment and improvement of software architectural designs.

The software tool SQUARE supports the quality model construction and analysis in the HASARD method. The tool implemented a set of algorithms to support automatic analysis of quality models. These algorithms are simple graph algorithms and of high performance. Details of the algorithms will be reported separately due to the lack of space.

A case study of the HASARD method and the SQUARE tool has been conducted. The case study investigated the quality of a real e-commerce system independent of the subject system’s development team. Software developers confirmed that the findings of the case study were consistent to their independent observations on the system during operation and maintenance. It clearly demonstrated the applicability of the method and the tool to real software systems.

We are further investigating the automation of more activities in quality model construction and analysis to improve the intelligence in the identification of key quality issues, trade-off points, etc. The SQUARE tool currently uses architectural models in Software Architecture Visual Notation [16] that represents the conceptual view. We are also further investigating how architectural models representing other views can be analysed.
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